Abstract—This paper presents a new conflict resolution methodology for multiple-mobile robots while ensuring their motion-liveness, especially for cluttered and dynamic environments. Our method constructs a mathematical formulation in a form of an optimization problem by minimizing the overall travel times of the robots subject to resolving all the conflicts in their motion. This optimization problem can be easily solved through coordinating only the robots’ speeds. To overcome the computational cost in executing the algorithm for very cluttered environments, we develop an innovative method through clustering the environment into independent sub-problems that can be solved using parallel programming techniques. We demonstrate the scalability of our approach through performing extensive simulations. Simulation results showed that our proposed method is capable of resolving the conflicts of 100 robots in less than 1.23 seconds in a cluttered environment that has 4357 intersections in the paths of the robots. We also developed an experimental testbed and demonstrated that our approach can be implemented in real-time. We finally compared our approach with other existing methods in the literature both quantitatively and qualitatively. This comparison shows while our approach is mathematically sound, it is more computationally efficient, scalable for very large number of robots, and guarantees the live and smooth motion of robots.
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I. INTRODUCTION

Multiple-Mobile Robots (MMRs) have vital applications in search and rescue, surveillance, cooperative robotics, and scientific data collection [1–5]. Many of these applications require collision-free movement of robots, which allows for safe and efficient operation, especially in cluttered environments [6–9].

Different well-known approaches have been used for conflict resolution of MMRs such as incorporation of virtual force [10], behavioral and avoidance potential functions [11], [12], flocking algorithms [13] and centralized and decentralized coordination [14], [15]. These approaches result in collision-free motion of robots in small scale systems; however, they have the known issue of local minima. Even though some works have addressed the local minima, no results have shown that these methods can cope with a large number of robots under continuous motion without stopping or delays, especially in cluttered environments [16–18]. Strategic decision rules in agent-based frameworks are also promising approaches with a system perspective that can be used in MMRs conflict resolution [19], but in practice the main challenge is to model MMRs as multi-agents in order to adapt the strategic decisions rules for MMRs conflict resolution. Many studies extended the aforementioned methods to address the stated problem of the local minima. We divide these approaches into two main strategies: path coordination and velocity coordination.

Path coordination for conflict resolution such as low level navigations [20] works well with a small number of robots, but fails to resolve conflicts when the environment is cluttered. Randomized motion planning techniques plan collision-free motion through constructing roadmap for robots and it is shown to be scalable [21]; however, the computation time of these methods are high. Other path coordination approach is prioritized planning [16] that uses behavioural algorithms with priority scheme to find collision-free motion. It was shown in [22] that this method can be scalable for a large number of robots, but it suffers from a known issue of deadlock, which has not been addressed properly especially when dealing with cluttered environments. A deadlock is a state where robots are forced to stop or move at a very low speed to avoid collisions. The task allocation approach [23] and cooperative navigation [24] are also shown to be scalable but have the same problem of deadlock. Velocity coordination techniques adjust the speed of the robots in order to avoid collisions. Enforcing velocity coordination in the path of the robots will provide more flexibility in motion [25]. A decoupled coordinated trajectory planning was proposed in [26] using pre-specified paths and scheduling the motions of the robots along their paths, but for practical applications the path specification procedure and deadlock problem of more than three robots were not discussed. Reciprocal algorithms such as [27] are velocity coordination techniques where each robot adjusts its own velocity by observing other robots’ velocities and shown to be scalable [28]. Cooperative collision avoidance techniques based on the sensor networks are also practical solutions to facilitate collision avoidance [29], which assures safety while deadlocks are the main issues. There are also control based techniques with implicit satisfaction for safety and live motion, but to the best of our knowledge these methods cannot maintain live motion in cluttered environments [30].

Within the context of conflict resolution, one parameter that needs to be satisfied is motion-liveness. Motion-liveness ensures the continuous motion flow of MMRs without stopping. Satisfying motion-liveness is important, especially in
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cluttered environments with a large number of robots, but this makes conflict resolution much more challenging [31], [32]. While many studies have been done on collision avoidance to guarantee motion safety, very few of them have considered motion-liveness in their approaches [11], [31], [33]. Motion-liveness, as discussed in [34], is critical when one is dealing with MMRs in a cluttered environment because of deadlocks in conflict zones. To overcome the deadlocks in MMRs, several models have been developed including partitioning the planar space [35], treating robots as unexpected obstacles [36], and using real-time management of resource allocation systems [37]. In another work, a conflict resolution method was developed by combining priority schemes and multilevel conflict resolution [38]. The computational complexity of this problem was the main issue that needed to be addressed.

Scalability is another factor that needs to be considered in developing conflict resolution, particularly for cluttered environments. While scalability has been reported in [16], [22], [28], [33], [39], [40], only few methods have considered motion-liveness [27], [37], [41]. Amongst the methods that are scalable, [40] and [42] studied dynamic environments, cluttered environments were considered in [16], [24], [28], and motion-liveness was addressed in [31], [41], [42]. However, computational cost remains the main issue of these works, notably in cluttered environments. One approach to deal with large-scale systems is using meta-heuristic optimization techniques [43], such as genetic algorithm (GA) [44], and Particle Swarm Optimization (PSO) [45]. These works, in spite of developing a systematic way to resolve the conflicts and taking robots' motion-liveness into consideration, did not address the challenges of complexity in cluttered environments. For example, conflict resolution was modeled as a well-known scheduling problem in [33], but the combinatorial complexity of the scheduling limited the applicability of this approach. An immune algorithm [46] was shown to work better than PSO and GA; however, only a system of two robots was studied. In [47], the ant colony optimization algorithm was used for on-line collision avoidance, nevertheless, it is an open question whether this method can be implemented in real-time because of its computational cost. To the best of our knowledge, none of the works in the literature has been able to develop a method that generates collision-free motion of MMRs in cluttered environments with live and smooth motion, that is computationally efficient for real-time implementation.

In this paper, we develop a new velocity based strategy for conflict resolution of MMRs while ensuring motion-liveness, especially for cluttered environments with a large number of robots’ paths intersections. We propose a strategy that is scalable for a large number of robots and can be performed in real-time and in dynamic environments. As for the contributions of this paper, (i) we propose a new methodology of conflict resolution for MMRs with smooth paths and motion-liveness in dynamic and cluttered environments, (ii) we formulate conflict resolution as an optimization problem that considers robots motion constraints, (iii) we develop a novel environment clustering approach for conflict resolution that improves computational efficiency in cluttered environments which can be implemented in real-time, (iv) we present extensive simulations using optimization techniques to demonstrate the effectiveness of our proposed strategies, and (v) we also develop an experimental testbed to validate our approach.

The rest of the paper is organized as follows: Section II provides the path planning strategy for MMRs, Section III presents the conflict resolution strategy, Section IV presents the simulation and experimental results, and Section V concludes the paper.

II. PATH PLANNING

The main contribution of this paper is developing conflict resolution strategies. However, to be able to perform these methods we need to obtain the robots paths first and then coordinate the robots trajectories. In this section, we briefly present our path planning approach for non-holonomic mobile robots.

Throughout this paper, the parameters of the \( i^{th} \) robot are shown by the index \( i \) \( (i = 1, \ldots, n) \), where \( n \) is the number of MMRs. A non-holonomic mobile robot with its kinematic and geometrical parameters is shown in Fig.1. The coordinate frame \( \{x,y\} \) is used to show the position and orientation of the \( i^{th} \) robot. The equation of the \( i^{th} \) robot’s motion in the global coordinate frame is expressed as follows:

\[
\begin{align*}
\dot{x}_i &= v_i \cos \theta_i \\
\dot{y}_i &= v_i \sin \theta_i \\
\dot{\theta}_i &= \omega_i
\end{align*}
\]

where \( x_i, y_i \), and \( \theta_i \) are positions and orientation of the \( i^{th} \) robot, respectively. \( \dot{x}_i, \dot{y}_i \) are the translational velocities, \( \dot{\theta}_i \) is the angular velocity, and \( v_i \) and \( \omega_i \) are translational and angular velocities, respectively. The non-holonomic constraint for the \( i^{th} \) robot is expressed as

\[
\dot{x}_i \sin \theta_i - \dot{y}_i \cos \theta_i = 0
\]

The constraint given in (2) will be used later in Section III-D to generate feasible paths for non-holonomic MMRs.

In our proposed method of path planning, we find the shortest paths for the robots satisfying their motion constraints while avoiding obstacles. Therefore, we define a path for the \( i^{th} \) robot by a set of points \( P_i = \{p_{i,0}, p_{i,1}, \ldots, p_{i,q}\} \) starting from the robot’s starting point \( (p_{i,0}) \) to its target \( (p_{i,q}) \), as shown in Fig 2. The number of points, \( q \), is chosen according to the complexity of the environment, i.e., the number and the
To smooth the paths, we consider the path of the robots’ paths as shown in Fig. 2. In this figure, the potential repulsive force at a position \((x, y)\) of the environment given by

\[
g(x, y) = \sum_{o=1}^{n_o} \min_{w} w \| |x, y| - I_o\| \tag{3}
\]

where \(g(x, y)\) is the repulsive potential function, \(x\) and \(y\) denote a position of any point in the environment, \(w\) is a constant value, \(o\) is the index of an obstacle, \(n_o\) is the number of obstacles, \(|.|.|.|\) is a Euclidean norm, and \(I_o\) is the set of border coordinates of the \(o^{th}\) obstacle. We use a large number for \(w\), e.g., \(10^3\), and use this constant as a weighting penalty if a path is too close to an obstacle resulting in a high value for \(g\). The path planning problem is now defined as minimizing the distance between the points in \(P_i\) and also minimizing the maximum value of \(g(x, y)\) through the path by (3) as follows:

\[
\text{minimize} \sum_{z=1}^{q} \| p_{i,z} - p_{i,z-1} \| + \max_{x,y \in A_i} g(x, y) \tag{4}
\]

where \(A_i\) is a set of all the connecting points from \(p_{i,0}\) to \(p_{i,q}\). We use Genetic Algorithm (GA) to solve (4). \(P_i\) is initialized by a set of waypoints on a straight line connecting \(p_{i,0}\) to \(p_{i,q}\). After finding the paths points, \(P_i\), we smooth the paths as shown in Fig. 2. In this figure, the potential repulsive function, \(g(x, y)\), is shown with contours around the obstacles. To smooth the paths, we consider the path of the \(i^{th}\) robot, \(r_i\), to be a spline of order \(m\) given by the following expression:

\[
r_i(\gamma_i) = x_i(\gamma_i)i + y_i(\gamma_i)j \tag{5}
\]

where

\[
x_i(\gamma_i) = \sum_{d=0}^{m} \alpha_{d,i}\gamma_i^d, \quad y_i(\gamma_i) = \sum_{d=0}^{m} \beta_{d,i}\gamma_i^d, \quad \gamma_i \in [0, 1] \tag{6}
\]

where \(\alpha_{0,i}, ..., \alpha_{m,i}, \beta_{0,i}, ..., \beta_{m,i}\) are spline’s coefficients of order \(m\). These coefficients are obtained by fitting (5) on the robots’ paths points \(P_i\), subjected to the robots’ velocity constraints, which are explained further in Section III-D. The order of spline \(m\) is chosen based on the complexity of the robot’s path, e.g., between 3 to 7. In (5), \(\gamma_i\) is the parameter that we use to adjust the robots speeds in our conflict resolution methodology, which will be elaborated in Section III-A.

To simplify the notations, we will consider \(r_i, x_i, y_i\) as short for \(r_i(\gamma_i), x_i(\gamma_i), y_i(\gamma_i)\), respectively.

### III. Conflict Resolution for MMRs

This section presents our developed methodologies for conflict resolution of MMRs. These methods are based on a mathematical formulation that can also provide robots with smooth and live motion. In this paper, using our strategy shown in Section II, we assume the trajectories of the robots are known and then we develop techniques for conflict resolution by navigating the robots through only adjusting their speeds. This is the emphasis of our work.

It should be noted that only changing the robots’ paths will not effectively solve the conflict resolution, especially for cluttered environments. Using a velocity approach, we can resolve the conflicts efficiently while guaranteeing motion-liveness (as will be shown later). In this paper, we find the paths for each robot, as presented in Section II, and then perform conflict resolution with velocity profiles without changing the paths. It should be noted that even if the paths of the robots are fixed, coordinating an MMR system is still very challenging because of existence of a lot of potential collision zones.

In this section, we first define the velocity rates to adjust the robots’ speeds, and then formulate collision-free motion as a function of velocity rates by finding potential collision zones.

#### A. Potential Collision Zones

By considering \(\gamma_i\) to be a continuous function of time, we can adjust the speed of the robots in order to navigate them safely (to avoid collision) without stopping them (to satisfy motion-liveness). We assume \(\gamma_i\) to be a linear function of the time as follows:

\[
\gamma_i = k_i t \quad k_i \in \left[ \frac{1}{t_{i_l}}, \frac{1}{t_{i_u}} \right] \tag{7}
\]

We also considered \(\gamma\) to be a quadratic function of time; details and derivations are presented in Appendix A. We showed that when using a quadratic form, the formulation becomes complex and computational cost will be higher compared to a linear function. Therefore, it is not suitable for cluttered fast changing environments.
where \( t \) represents time, \( k_i \) indicates the \( i^{th} \) robot's velocity rate parameter (the \( i^{th} \) robot’s travelling time is \( k_i^{-1} \)), \( t_i \), and \( t_{ui} \) are lower and upper bounds of the travel time of the \( i^{th} \) robot. The \( i^{th} \) robot cannot reach its target sooner than \( t_i \), because of its speed limitation, and cannot reach its target later than \( t_{ui} \) based on the problem definition. We find the velocity of the \( i^{th} \) robot using the time derivative of (5) as

\[
v_i = \frac{\partial r_i}{\partial t} = k_i \sum_{d=1}^{m} (d\alpha_d,i + d\beta_d,i,j) \gamma_i^{d-1}
\]  

(8)

As can be seen from (8), the velocity of each robot is a function of \( k_i \) and we can adjust the speed of the robots using this parameter without changing the robots’ paths.

In order to solve the conflict resolution problem of MMRs, instead of checking the safety constraints among robots constantly, which is computationally expensive, we first find all the potential collision zones and then find collision-free motion conditions.

After finding the paths of the robots, there are some intersections in the environment, referred to as potential collision zones. Figure 3a shows potential collision zones for five robots as an example, in which the potential collision zone between the \( i^{th} \) and \( j^{th} \) robot is denoted by \( c_{ij} \). For collision-free motion, we need to ensure all the robots maintain a safe distance amongst each other only in potential collision zones. To find potential collision zones, we find places in the environment where the Euclidean distance between the \( i^{th} \) and \( j^{th} \) robot is shorter than a safety radius, as shown in Fig. 3b.

\[
\| r_i(\gamma_i) - r_j(\gamma_j) \| \leq \rho_{ij} \quad i,j = 1,...,n \quad \text{and} \quad i \neq j
\]

(9)

where \( r_i \) and \( r_j \) designate the paths of the \( i^{th} \) and \( j^{th} \) robots, respectively, and \( \rho_{ij} \) is the safety radius between them. The safety radius is determined based on the robots’ size. We usually assign a value between one to three times of the summation of the \( i^{th} \) and \( j^{th} \) robots' bases to \( \rho_{ij} \).

We assume the potential collision zone, \( c_{ij} \), is a circle with a center located at \( r_{ij} \), which is the intersection of \( r_i \) and \( r_j \), as shown in Fig 3b. This circle represents the area where the \( i^{th} \) and \( j^{th} \) robots may collide (please see (9)).

To identify \( c_{ij} \), we need to find \( r_{ij} \). This intersection point \( (r_{ij}) \) can be found from \( \| r_i - r_j \| = 0 \); however in some cases, even though the intersection point does not exist, the robots do not satisfy the safety constraints, e.g., \( c_{ij} \) in Fig. 3a. First, we obtain the borderlines of the collision zone (beyond which the safety constraint is satisfied). These borderlines are obtained by \( \| r_i - r_j \| = \rho_{ij} \) and finding a set of solutions: \( \{(r_{i1}, r_{j1}), (r_{i2}, r_{j2})\} \). Second, to obtain \( r_{ij} \), we assume that robots are moving on straight lines inside \( c_{ij} \). This assumption will not affect the position of \( r_{ij} \) significantly. In addition, a safety margin will be considered in assigning the safety radius \( \rho_{ij} \) to compensate this assumption. Thus, \( r_{ij} \) is simply the intersection of two straight lines connecting \( r_{i1} \) to \( r_{j1} \) and \( r_{i2} \) to \( r_{j2} \). Third, we assign the maximum of the distances between \( r_{ij} \) and the points in \( \{r_{i1}, r_{j1}, r_{i2}, r_{j2}\} \) as the radius of \( c_{ij} \).

Note that circle \( c_{ij} \) is the circumscribed circle of the solution points with a center of \( r_{ij} \).

After finding the potential collision zones, we propose a condition for collision-free motion. To find this condition, we relate \( \gamma_i \) of the \( i^{th} \) and \( j^{th} \) robots to each other in a potential collision zone \( c_{ij} \). Therefore, we find collision \( \gamma_i, \gamma_i' \) and \( \gamma_j, \gamma_j' \) of the \( i^{th} \) and \( j^{th} \) robots, respectively, where

\[
r_{ij} \simeq r_i(\gamma_i') \simeq r_j(\gamma_j')
\]

(10)

As mentioned, the potential collision point \( r_{ij} \) does not always lie on the paths \( r_i \) and \( r_j \). Consequently, \( r_{ij}, r_i(\gamma_i'), \) and \( r_j(\gamma_j') \) are not necessarily the same point, although they are very close. By having a set of solutions \( \{\gamma_i', \gamma_j'\} \), we relate \( \gamma_i' \) to \( \gamma_j' \) by assuming a collision is occurring at time \( t_{ij} \) on \( r_{ij} \). From (7), we have

\[
t_{ij} = \frac{\gamma_i}{k_i} = \frac{\gamma_j}{k_j}
\]

(11)

Therefore, for the potential collision zone \( c_{ij} \) using (9), (11) and

\[
\gamma_j' = \frac{\gamma_i' k_j}{k_i}
\]

(12)

we obtain a condition for collision-free movement in the potential collision zone \( c_{ij} \) as follows:

\[
\| r_i(\gamma_i') - r_j(\gamma_j' k_j/k_i) \| > \rho_{ij}
\]

\forall i,j \in \{1,...,n\} \quad \text{and} \quad i \neq j

(13)

where the condition expressed in (13) is a sufficient condition for collision-free movement of robots \( i \) and \( j \). This condition implies that only if the distance between the robots is larger than their safety radius in the potential collision zones, there will be no collision in the environment. Therefore, to guarantee collision-free movement, (13) must be satisfied for all the potential collision zones. The non-equality constraints given by (13) constitute the conflict resolution for a MMR system.

In the solutions set of potential collision points, there are some solutions which lie in the same potential collision zone, i.e., there are duplicates of the zones. To find the unique number of potential collision zones, we use the K-means clustering algorithm. For every two robots, we initially find \( n_p \) pairs of potential collision points, \( \{\gamma_i', \gamma_j'\} \). We then use Algorithm 1 to cluster the solutions and find a unique number of potential collision zones with no overlap.

Algorithm 1 Clustering Algorithm for Finding Unique Potential Collision Zones: Cluster(\( \gamma_i', \gamma_j' \))

1: let \( c = 1, \quad D_c = \emptyset \)
2: while \( \max D_c < a \quad \text{and} \quad c \leq n_p \) do
3: Classify pairs of \( \{\gamma_i', \gamma_j'\} \) to \( c \) clusters using K-means clustering algorithm
4: \( c \leftarrow c + 1 \)
5: end while

where \( a \) is the maximum acceptable distance of the points in each collision zone’s cluster and is a small value \( \sim 0.1 \). Large \( a \) results in more overlap on the potential collision zones and ultimately more duplicates. \( D_c \) is the set of distances between each cluster point to the center of the cluster, and \( n_p \) is the initial number of solutions of potential collision points, i.e., (10) for all \( i,j \in \{1,...,n\} \), found a priori in Section III-A.
1. Choose a pair of robots: robot $i$ and $j$

2. Find paths of the $i^{th}$ and $j^{th}$ robots
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4. Find potential collision points in terms of $\gamma$s, as $(\gamma_i^j, \gamma_j^i)$, where $r_{ij} \simeq r_i(\gamma_i^j) \simeq r_j(\gamma_j^i)$

5. Cluster pairs of $(\gamma_i^j, \gamma_j^i)$ to eliminate solution duplicates

6. Find collision-free motion constraint as a function of velocity rates $k_i$ and $k_j$

\[
||r_i(\gamma_i^j) - r_j(\gamma_j^i/k_i)|| > \rho_{ij}
\]

Fig. 4: Our proposed procedure for finding potential collision zones by coordinating robots’ speeds.

A summary of our proposed strategy to find collision-free motion constraints is presented in Fig. 4. The given steps in the figure show that in order to find collision-free motion equations for robots $i$ and $j$, we must first find potential collision points in terms of $\gamma$s. Next, we use the clustering algorithm to eliminate duplicates of these potential collision zones. At the end, by having collision points in terms of $\gamma$s, we propose collision-free motion as a function of the velocity rates $k_i$ and $k_j$. In the next step of conflict resolution, we find optimal velocity rates for all the robots in an optimization problem, which will be explained in the next section.

B. Motion-liveness

Motion-liveness enables MMRs to reach their targets without stopping while in movement, resulting in smooth motion of MMRs. Therefore, our attempt is to avoid any collision in the system and maximize the speed of the robots. To do so, we construct an optimization problem where the objective is to maximize the speeds of the robots on smooth paths, as discussed earlier, while avoiding conflicts. Maximizing the speed of the robots satisfies motion-liveness in addition to getting the robots to reach their targets in a short amount of time. To achieve this, it is sufficient to maximize $k_i$s, i.e., minimizing robots’ traveling time $k_i^{-1}$, subject to collision-free motion condition expressed in (13)

\[
\text{minimize} \sum_{i=1}^{n} k_i^{-1} \quad (14)
\]

subject to: $||r_i(\gamma_i^j) - r_j(\gamma_j^i/k_i)|| > \rho_{ij}$

\[
t_i^{-1} \leq k_i \leq t_i^{-1} \quad (15)
\]

\[
i, j = 1, ..., n \quad i \neq j
\]

where $t_i$ and $t_i$ are explained in (7), and $\gamma_i^j$ and $\gamma_j^i$ are found in Section III-A. Solving an optimization problem with non-linear constraints is more computationally expensive compared to a linear constrained problem, especially for large-scale problems. We convert this optimization problem into a new one by enforcing the non-linear constraints stated in (13) to the objective function with a penalty factor of $\lambda$

\[
\text{minimize} \sum_{i=1}^{n} k_i^{-1} + \lambda \sum_{j=1}^{n} f_{ij}^2 U(f_{ij}) \quad (17)
\]

subject to: (16)

\[
f_{ij} \equiv \rho_{ij} - ||r_i(\gamma_i^j) - r_j(\gamma_j^i/k_j)||
\]

(18)

When the constraints stated in (13) are not satisfied, i.e., $f_{ij} \geq 0$, $U(f_{ij}) = 1$, the objective value (given by (17)) becomes large and the solution becomes infeasible. When the constraints are satisfied, i.e., $f_{ij} < 0$, then $U(f_{ij}) = 0$ and the solution becomes feasible. In summary, if (17) has a feasible solution, collision-free motion with motion-liveness is guaranteed.

Since our optimization problem is highly constrained and multi-modal, one of the most efficient methods for solving it is to use meta-heuristic algorithms. We use three of the well-known meta-heuristic optimization methods: Genetic Algorithm (GA) [49], Particle Swarm Optimization (PSO) [50], and Simulated Annealing (SA) [51].

In dynamic environments with moving obstacles, a strategy is required to generate collision-free motion while performing obstacle avoidance. A sample of a dynamic environment and potential collision zones are illustrated in Fig. 5. When there are moving obstacles in the environment, the robots’ paths have to be updated to avoid obstacle collision (path re-planning). Consequently, some new potential collision zones will be created in the environment. The dotted paths in Fig. 5 show the robots’ paths before the obstacles have moved, and solid lines illustrate the updated paths. For these dynamic environments, on-line conflict resolution is required to overcome new potential collision zones (blue circles in Fig. 5) which result from path re-planning.

In our strategy of conflict resolution for dynamic environments, we find $\gamma$s where the paths of the robots collide with obstacles. Next, we perform the following steps: a) resolve conflicts before facing new obstacles, b) re-plan the robot paths to avoid the obstacles, c) find the new potential collision zones, and d) resolve new conflicts according to (17). Algorithm 2 shows the details of our proposed dynamic conflict resolution.

C. An Innovative Algorithm for Fast Conflict Resolution

The conflict resolution problem in cluttered environments is computationally expensive. The computational cost increases exponentially with an increase in the number of robots. In real-time applications, having fast conflict resolution is necessary. We propose a novel algorithm of Environment Clustering (EC) that can resolve the conflicts for cluttered environments with very low computational cost.
Our proposed method is to cluster the environment into smaller environments and resolve the conflicts of each cluster separately. The procedure for this clustering algorithm is as follows:

- First, we divide the environment into \( p \times s \) smaller environments. As an example, a \( 3 \times 3 \) environment clusters are shown in Fig. 6a. The parameters \( p \) and \( s \) are determined depending on the environment complexity and required accuracy.
- Second, for each robot \( r_i \), we find \((in_{\gamma_i}, out_{\gamma_i})_{ps}\) in \( r_i \), which are the boundaries of \( \gamma_i \) of the \( i^{th} \) robot in environment cluster \( E_{ps} \). These boundaries specify the path section of the \( i^{th} \) robot in \( E_{ps} \) as illustrated in Fig. 6b, i.e., when \( \gamma_i \in (in_{\gamma_i}, out_{\gamma_i})_{ps} \) the \( i^{th} \) robot is in \( E_{ps} \). To find the boundaries of \( \gamma_i \) in \( E_{ps} \) we find the points \( r_i (in_{\gamma_i_{ps}}) \) and \( r_i (out_{\gamma_i_{ps}}) \) where the borders of \( E_{ps} \) intersect \( r_i \), as shown in Fig. 6b.
- Third, we find potential collision zones’ boundaries in each environment cluster \( E_{ps} \) as

\[
\| r_i (\gamma_i) - r_j (\gamma_j) \| = \rho_{ij}
\]

\[
\gamma_i \in (in_{\gamma_i}, out_{\gamma_i})_{ps}
\]

\[
\gamma_j \in (in_{\gamma_j}, out_{\gamma_j})_{ps}
\]

(19)

For each individual environment, we subsequently find the potential collision zones constraints of collision-free motion given by (13).
- Forth, we execute conflict resolution on each independent environment.

The main advantage of using this approach is that parallel programming techniques can be exploited, thus reducing execution time.

\[D. \ MMRs \ Motion \ Constraints\]

This section presents the procedure of generating feasible paths for the robots considering velocity and non-holonomic constraints. Based on the velocity equation found in (8), the components of the velocity in \( x \) and \( y \) directions are

\[\dot{x_i} = k_i \sum_{d=1}^{m} (d_{\alpha di} \dot{\gamma_i}^{d-1}) \quad \dot{y_i} = k_i \sum_{d=1}^{m} (d_{\beta di} \dot{\gamma_i}^{d-1})\]

(20)

The maximum velocity of the robot is

\[
\max_{\gamma \in [0,1]} \psi_i = \max_{\gamma \in [0,1]} \sqrt{\dot{x_i}^2 + \dot{y_i}^2} \leq R_i \Omega_i
\]

(21)

where \( R_i \) is the wheel radius of the \( i^{th} \) robot, and \( \Omega_i \) is the maximum angular velocity of the \( i^{th} \) robot’s wheels. Then from (20) with the given upper bound for \( k_i \leq t_{i_{ps}}\) from (7), we rewrite (21) as

\[
\max_{\gamma \in [0,1]} \sqrt{\left(\sum_{d=1}^{m} (d_{\alpha di} \dot{\gamma_i}^{d-1})\right)^2 + \left(\sum_{d=1}^{m} (d_{\beta di} \dot{\gamma_i}^{d-1})\right)^2} \leq R_i \Omega_i t_{i_{ps}} \]

(22)

Although increasing the number of clusters will improve the computation efficiency, based on our observations, increasing the number of clusters after a certain number (e.g., more than 4 by 4 in our problem) results in potential collision zones overlap among the clusters and duplicates of the zones. It is obvious that duplicates of potential collision zones increase the computation.
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Fig. 7: Proposed conflict resolution method for cluttered environments.

To find the \( r_i \)'s coefficients \( \alpha_0, ..., \alpha_{m_i}, \beta_0, ..., \beta_{m_i} \), we fit (5) on the desired path points, \( P_i \), subject to the velocity constraints over the robots' paths. Spline fitting is an optimization problem that minimizes the distance between the path \( r_i \) and the desired points \( P_i \) of the \( i \)th robot

\[
\min_{\alpha_{0,i}, ..., \alpha_{m_i}, \beta_{0,i}, ..., \beta_{m_i}} \| r_i - P_i \| + \max g(r_i) 
\]

subject to: (22)

The desired orientation of the robot is found by the non-holonomic constraint as

\[
\theta_i = \tan^{-1}(\dot{y}_i/\dot{x}_i) 
\]

Equations (23) and (24) give the desired position and orientation of the \( i \)th robot, which satisfy both velocity and non-holonomic constraints and will be used for robot control using the controller developed in [52].

Our complete conflict resolution method is shown in the given flow chart in Fig. 7. We first generate the robots' paths by enforcing the robots' and environments' constraints. Thereafter, we execute the conflict resolution algorithm, which is as follows: cluster the environment and subsequently find the potential collision zones. Using these collision zones, the algorithm determines if there are moving obstacles in the environment. If so, the dynamic algorithm will be performed, otherwise, the collision-free constraints and the robots' maximum speeds are found, and will be sent to the robots.

### IV. RESULTS AND DISCUSSION

#### A. Simulation Results

This section presents the simulation results using different metaheuristic optimization techniques, GA, PSO and SA, conflict resolution of a dynamic environment, and conflict resolution of cluttered environment using Environment Clustering (EC).

MATLAB program on Intel (R) Core™ i5-4690K with 3.50 GHz CPU is used to run the optimization algorithms for conflict resolution. Table I shows the parameters used in the implementation of the optimization algorithms.

1) A Large Number of Robots in Cluttered Environments:

We discuss the conflict resolution results in two perspectives: (i) computational cost, and (ii) performance. In the first case, we explore the run time for different algorithms which takes to find collision-free motion. In the second case, we discuss the performance of these optimization algorithms in finding maximum velocities of MMRs moving collision-free. An example of a cluttered environment can be seen in Fig. 10.

For case (i), computational cost perspective, results for different numbers of robots using different optimization algorithms are shown in Fig. 8. The axis on top of this

### TABLE I: Optimization parameters used for conflict resolution.

<table>
<thead>
<tr>
<th>GA</th>
<th>PSO</th>
<th>SA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Population size</td>
<td>150</td>
<td>100</td>
</tr>
<tr>
<td>Crossover rate</td>
<td>0.85</td>
<td>0.6</td>
</tr>
<tr>
<td>Mutation rate</td>
<td>0.15</td>
<td>1.25</td>
</tr>
<tr>
<td>Pareto fraction</td>
<td>0.3</td>
<td>Generations</td>
</tr>
<tr>
<td>Initial temperature</td>
<td>1000</td>
<td></td>
</tr>
<tr>
<td>Reannealing interval</td>
<td>200</td>
<td></td>
</tr>
</tbody>
</table>

### TABLE II: Run time of conflict resolution using the environment clustering algorithm.

<table>
<thead>
<tr>
<th>Number of robots</th>
<th>Number of potential Collision zones</th>
<th>No environment clustering, (SA)</th>
<th>Clustering to ( 3 \times 3 ) environments, (SA-EC)</th>
</tr>
</thead>
<tbody>
<tr>
<td>20</td>
<td>196</td>
<td>0.92</td>
<td>0.63</td>
</tr>
<tr>
<td>60</td>
<td>1974</td>
<td>1.12</td>
<td>0.87</td>
</tr>
<tr>
<td>100</td>
<td>4357</td>
<td>1.46</td>
<td>1.23</td>
</tr>
</tbody>
</table>

Fig. 8: Run time of conflict resolution for cluttered environments using different optimization methods.
figure denotes the number of potential collision zones in the environment (e.g., for 60 robots the environment has 1974 potential collision zones). As can be seen the algorithm is capable of solving the problem even for 100 of robots where there are 4357 potential collision zones. We observed that SA is the fastest method for conflict resolution and finds collision-free movements of 100 robots in 1.46 seconds. GA is slightly slower than SA, but it finds the solution in 4 minutes while PSO takes 40 minutes. We also improved the run time by combining SA with EC, which its results are discussed in Section IV-A3.

For case (ii), performance perspective, as Fig. 9 shows GA finds better solution which means robots have higher speeds than the solutions found by SA and PSO. To compare the performance of these algorithms, we introduce a performance index called the average traveling time of the robots. We plotted this index for the three optimization algorithms in Fig. 9. GA resulted in a faster motion of the robots compared to SA and PSO.

2) Dynamic Environments: For dynamic environments with moving obstacles, we implemented our conflict resolution algorithm (Algorithm 2). Figure 10 illustrates a sample dynamic environment with 30 robots and four obstacles. First, as a result of conflict resolution, robots begin moving collision-free, then, the obstacles enters causing all the robots’ that are in contact with the obstacle re-plan their paths (updated paths are shown in red dotted lines in Fig. 10b). As a result of re-planning, new potential collision zones are created, and then using SA we found collision-free motion in 0.35 seconds.

3) Environment Clustering: The computational times of conflict resolution for three different numbers of robots with Simulated Annealing and Environment Clustering (SA-EC) are shown in Fig. 8. We clustered the environment to $3 \times 3$ environments. It is evident that the environment clustering algorithm enables the conflict resolution problem to be solved more quickly, 100 of robots in less than 1.23 seconds. The computation time is decreased by up to 32% with SA-EC as shown in Table II.

![Fig. 10: Results of conflict resolution in a dynamic environment.](image1)

**B. Experimental Results**

This section presents the implementation of conflict resolution in an experimental setup of five non-holonomic mobile robots. We developed a testbed to verify our methodologies experimentally as well. Fig. 11 shows the diagram of our experimental setup. We used five Arduino mobile robots equipped with wireless Xbee modules for communication among them and a computer. For measuring the robots’ position and orientation, we used VICON system. The computed outputs of our developed algorithm were sent to the robots.
with wireless communications. The frequency of the sampling rate of the wireless communication between the computer and the modules (Xbee) is 100 Hz. The same frequency is used for feedback with VICON system. The maximum speed of robots is 0.65 m/s with the wireless communication range of 100 m.

Our environment, consisting of five robots with five collision zones, is shown in Fig. 12. The robots’ paths which were found based on the motion constraints explained in Section III-D, are also shown in this figure. The safety radius among the robots was 30 cm. Since SA was the fastest algorithm in the simulations, we used it to perform the experiments. The results showed that the algorithm can be successfully implemented in real-time. The SA algorithm finds collision-free motion of robots in 0.3 seconds.

Table IV presents the advantages of our conflict resolution approach in comparison to other works reported in the literature. While some methods such as [16], [33] reported scalability with a reasonable run time, very few considered live motions [41], [42] or incorporated cluttered environments [16], [24], [28]. Compared with [22], our method resolves MMRs conflicts in cluttered environments with a significantly higher number of intersections within a short run time. Although, cluttered environments were addressed in [24], our method proposed a new perspective to conflict resolution which is scalable and guarantees robots motion-liveness. The run time of [39] is less than other works; however, it should be noted that [39] deals with a task assignment problem, which has a different objective than ours. Using our developed strategy we showed that one can generate collision-free motion for a large number of robots - with thousands of intersections in the robots’ paths- within only a few seconds (e.g., it takes less than a second to find collision-free motion for 60 robots with around 2000 path intersections, see Fig. 8). Our methodology can solve the main themes of conflict resolution in terms of scalability, motion-liveness, effectiveness in cluttered and dynamic environments.

V. CONCLUSION

In this paper, we developed a new conflict resolution method that guarantees motion-liveness for a large number of robots in cluttered environments. We presented a mathematical formulation for conflict resolution and constructed it as an optimization problem that can be solved using meta-heuristic optimization techniques. We used Genetic Algorithm (GA), Particle Swarm Optimization (PSO), and Simulated Annealing (SA). Our extensive simulation results showed that our approach is capable of solving conflict resolution problems especially for a large number of robots in cluttered and dynamic environments. The simulation results for different numbers of robots showed that SA gives the best results when compared to GA and PSO. SA finds the collision-free motion for 100 robots in less than 1.23 seconds where there are 4357 potential collision zones (robots’ path intersections) using an Intel core-i5 3.5 GHz CPU while other methods took significantly longer. Conflict resolution using GA resulted in a faster motion of the robots in the cluttered environment; around 60% faster motion

![Fig. 11: Experimental setup of multiple-mobile robots.](image)

**TABLE III: Experiments: parameters and results.**

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Parameters used in experiment:</td>
<td></td>
</tr>
<tr>
<td>n, number of robots</td>
<td>5</td>
</tr>
<tr>
<td>Number of potential collision zones</td>
<td>5</td>
</tr>
<tr>
<td>safety radius ( r_{ij} ) for each two robots</td>
<td>30 cm</td>
</tr>
<tr>
<td>( t_{0} )</td>
<td>2 sec</td>
</tr>
<tr>
<td>( t_{s} )</td>
<td>10 sec</td>
</tr>
<tr>
<td>Experiment results:</td>
<td></td>
</tr>
<tr>
<td>Conflict resolution run time</td>
<td>0.2 sec</td>
</tr>
<tr>
<td>Objective function value</td>
<td>20</td>
</tr>
<tr>
<td>Minimum distance among the robots, measured during the experiment</td>
<td>40 cm</td>
</tr>
<tr>
<td>Average traveling time of the robots</td>
<td>4 sec</td>
</tr>
</tbody>
</table>

**TABLE IV: Comparisons of different approaches reported in the literature.**

<table>
<thead>
<tr>
<th>Simulation run time (s)</th>
<th>Processor base frequency (GHz)</th>
<th>Scalability</th>
<th>Motion-liveness</th>
<th>Cluttered Environment</th>
<th>Dynamic environment</th>
<th>Number of robots for experimental verifications</th>
</tr>
</thead>
<tbody>
<tr>
<td>[28]</td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[47]</td>
<td>?b</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[37]</td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[31]</td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[16]</td>
<td>10 for 60 robots</td>
<td>2.3</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
</tr>
<tr>
<td>[33]</td>
<td>0.38 for 30 robots</td>
<td>2.4</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
</tr>
<tr>
<td>[40]</td>
<td>?a</td>
<td></td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[42]</td>
<td>?a</td>
<td></td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[24]</td>
<td>0.05 for 30 robots</td>
<td>3</td>
<td>?a</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>[27]</td>
<td>20 for 8 robots</td>
<td>3.07</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
</tr>
<tr>
<td>[41]</td>
<td>10f for 100 robots</td>
<td>?a</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
</tr>
<tr>
<td>[39]</td>
<td>0.1f for 100 robots</td>
<td>?a</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td></td>
</tr>
<tr>
<td>[22]</td>
<td>1.5 for 100 robots</td>
<td>1.5</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td></td>
</tr>
<tr>
<td>Our method</td>
<td>1.23 for 100 robots?</td>
<td>3.50</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
<td>( \checkmark )</td>
</tr>
</tbody>
</table>

*Not reported.

The robots’ targets were unlabeled and being assigned to avoid intersections in these works. It is applicable to tasks with unlabeled robots without individual targets. Therefore, they cannot be applied to this problem of conflict resolution.

This is for a highly cluttered environment with 4357 potential collision zones (please see the results presented in Table II).
than results obtained by using SA and PSO. This algorithm can be easily implemented in on-line conflict resolution while avoiding obstacles. We proposed an innovative environment clustering technique for real-time implementations as well. By clustering the environment, we reduced the execution time down by 32%. Using this clustering algorithm, we divided the conflict resolution problem into independent problems where parallel programming techniques can be exploited. We also validated our proposed methods using an experimental testbed that we developed. The experimental results verified that our approach is applicable to real-time applications. While the experiments were limited to 5 robots, simulations provide evidence that our strategy can also be adapted for large numbers as well. We compared our approach with other methods in the literature and showed not only our approach can solve the main themes of conflict resolution in terms of scalability, motion-liveness, effectiveness, it is readily applicable in cluttered and dynamic environments.

Our future work is focused on considering the dynamics of the mobile robots in solving the conflict resolution problem. This formulation can also easily be extended from planar to aerial vehicles.
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**APPENDIX A**

This appendix presents a formulation of collision-free motion constraint by using a quadratic $\gamma_i$. We define a quadratic $\gamma_i$ function for the $i^{th}$ robot as $\gamma_i = k_{i,1}t^2 + k_{i,2}t$, where $k_{i,1}$ and $k_{i,2}$ are $\gamma_i$’s coefficients, and $t$ is time. By following the same procedure defined in the paper, we derive a collision-free motion constraint. Assume a collision at $r_i(\gamma_i(t_{ij})) \approx r_j(\gamma_j(t_{ij})) \approx r_{ij}$, we relate collision $\gamma$, $\gamma_i^j = \gamma_j(t_{ij})$ of the $i^{th}$ and the $j^{th}$ robots at the collision point $r_{ij}$, respectively,

\[
\gamma_i^j = \gamma_j(t_{ij}) = k_{i,1}t_{ij}^2 + k_{i,2}t_{ij}
\]

(25)

\[
\gamma_j^i = k_{j,1}t_{ij}^2 + k_{j,2}t_{ij}
\]

(26)

By finding collision time from equations (25) and (26), we write the following equation to relate $\gamma_i^j$ and $\gamma_j^i$ at the collision time

\[
t_{ij} = \frac{-k_{i,2} \pm \sqrt{k_{i,2}^2 + 4k_{i,1}\gamma_i^j}}{2k_{i,1}}
\]

(27)

Then, by solving (27), we find $\gamma_j^i$

\[
\gamma_j^i = \frac{k_{i,2}k_{j,1} - k_{i,1}k_{i,2}k_{j,1}^2 + 2k_{i,1}k_{j,1}\gamma_j^i \pm \sigma_{ij}}{2k_{i,1}^2}
\]

(28)

where $\sigma_{ij}$ is

\[
\sigma_{ij} = \sqrt{4\gamma_j^i k_{i,1}^3 k_{j,2} + k_{i,1}^2 k_{i,2}^2 k_{j,1}^2 - 8\gamma_j^i k_{i,1} k_{i,2} k_{j,1}^2 k_{j,2} - 2k_{i,1}^3 k_{j,1}^2 k_{j,2} + 4\gamma_j^i k_{i,1} k_{i,2} k_{j,1}^2 + k_{i,2}^2 k_{j,1}^2}
\]

(29)

Thus, the collision-free motion of the $i^{th}$ and $j^{th}$ robots is

\[
||r_i(\gamma_i) - r_j\left(\frac{k_{i,1}k_{j,1} - k_{i,1}k_{i,2}k_{j,1}^2 + 2k_{i,1}k_{j,1}\gamma_i^j \pm \sigma_{ij}}{2k_{i,1}^2} \right)|| > \rho_{ij} \forall i, j \in \{1, \ldots, n\}, i \neq j
\]

(30)

where $\sigma_{ij}$ is expressed in (29). This constraint is a function of $k_{i,1}, k_{i,2}, k_{j,1}$ and $k_{j,2}$, to be found for collision-free motion.

It can be easily seen that using this quadratic function of time will make the methodology complicated and computationally expensive.
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